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Abstract

Recent studies have revealed that self-sustaining cascading
failures in distributed systems frequently lead to widespread
outages, which are challenging to contain and recover from.
Existing failure detection techniques struggle to expose such
failures prior to deployment, as they typically require a com-
plex combination of specific conditions to be triggered. This
challenge stems from the inherent nature of cascading fail-
ures, as they typically involve a sequence of fault propaga-
tions, each activated by distinct conditions.

This paper presents CSnake, a fault injection framework
to expose self-sustaining cascading failures in distributed sys-
tems. CSnake uses the novel idea of causal stitching, which
causally links multiple single-fault injections in different test
workloads to simulate complex fault propagation chains. To
identify propagation chains between faults, CSnake designs
a counterfactual causality analysis of fault propagations –
fault causality analysis (FCA): FCA compares the execution
trace of a fault injection run with its corresponding profile
run (i.e., running the same test without the injection) and
identifies any additional faults triggered, which are consid-
ered to have a causal relationship with the injected fault.
To address the large search space of fault and workload

combinations, CSnake employs a three-phase allocation (3PA)
protocol of test budget that prioritizes faults with unique
and diverse causal consequences, thereby increasing the like-
lihood of uncovering conditional fault propagations. Fur-
thermore, to avoid incorrectly connecting fault propagations
from workloads with incompatible conditions, CSnake per-
forms a local compatibility check that approximately checks
the compatibility of the path constraints associated with
connected fault propagations with low overhead.

CSnake has detected 15 bugs that resulted in self-sustaining
cascading failures in five widely deployed distributed sys-
tems, five of which have been confirmed with two fixed.
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1 Introduction

Distributed systems are designed to tolerate component fail-
ures [28]. However, recent research has revealed self-sus-
taining cascading failures [41, 48, 64, 78], wherein a fault
propagates across components and replicates itself through
a self-reinforcing loop [48, 78]. These failures undermine
the intended fault tolerance, resulting in widespread outages
with severe consequences. For example, a self-sustaining
cascading failure happened in Amazon AWS [1] on July 30th,
2024, significantly disrupting core AWS services, including
AWS Lambda, EC2, and S3. The incident also brought down
many dependent services, such asWhole Foods Supermarket,
Amazon Alexa, and Goodreads [44].
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Figure 1.A real-world self-sustaining cascading failure from
Amazon AWS. The Cell (Cluster) Manager manages a cluster
of hosts (servers), each storing a set of data shards.

Such failures often require intricate combinations of con-
ditions to manifest [78], as they typically involve a sequence
of fault propagations, each activated by distinct conditions.
For instance, as shown in Figure 1, the Amazon AWS inci-
dent [1] occurred in a cluster of servers (hosts) managed
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by a cluster (cell) manager, with each server hosting a set
of data shards. During a routine system upgrade, the cell
manager ( 1 ) restarted some hosts (e.g., Host 1), and ( 2 ) re-
distributed their shards to other hosts (e.g., Host 2). Due to a
latent bug in the load balancer, the cell manager mistakenly
redistributed all low-throughput shards to a small number of
hosts (Host 2). Consequently, these hosts started ( 3 ) send-
ing abnormally large status reports that include metadata
for all hosted shards. The increased size of these reports
caused delays in both transmission and processing ( 4 ), caus-
ing the management system to misclassify these servers as
unhealthy. The management system consequently removed
these servers from the cluster, and ( 5 ) redistributed their
shards to other servers, which causes the receiving servers
(e.g., Host 3) to send large-sized reports ( 6 ) and subsequently
be removed from the cluster ( 7 ). This failure involves two
fault propagations, each requiring distinct conditions. First,
for a server removal to propagate and trigger incorrect re-
distribution ( 1 → 2 and 4 → 5 ), the redistributed shards
must have low throughput. Second, for incorrect redistribu-
tion to induce report delay and subsequent server removal
( 2 → 4 and 5 → 7 ), the report size (or, the number of
affected shards) must be sufficiently large.
Existing fault injection techniques [9, 19, 20, 29, 31, 38,

40, 56, 57, 63, 64, 68, 70, 71, 74, 75, 83, 86, 89] fall short of
exposing such self-sustaining cascading failures before de-
ployment, because they only inject faults into a limited set of
manually selected (e.g., stress tests) or synthetically crafted
workloads (e.g., benchmark workloads), which often lack

the required combination of conditions. Conversely, if
a workload satisfying both of the previously described con-
ditions had been exercised, a traditional fault commonly
used in existing fault injection frameworks – a server crash
– would have exposed the AWS self-sustaining cascading
failure before deployment. Missing triggering conditions is a
known challenge to effective fault injection testing [31, 65].
Without prior knowledge of the targeted bug, it is exception-
ally hard for the developers tomanually create test workloads
or rules for workload generators [43, 56, 60, 70] that meet
all necessary conditions.
To tackle this challenge, we propose Causal Stitching

to simulate complex fault propagation under complex con-
ditions by causally linking multiple single-fault injec-

tions in different workloads. Each injection uncovers one
step in the fault propagation chain. Our insight is that trigger-
ing one step in the chain requires less stringent conditions
than triggering the whole chain, increasing the likelihood
of achieving this through fault injection into existing work-
loads, such as the integration tests shipped with the system.

To illustrate, consider the two faults involved in the Ama-
zon AWS self-sustaining cascading failure: node loss (𝑓1) and
imbalanced shard redistribution (𝑓2). Their causal relation-
ships can be identified through separate fault injection runs.
Specifically, in a test case 𝑡1 with low-throughput shards

(condition 𝑐1), injecting 𝑓1 results in the triggering of an ad-
ditional fault 𝑓2, establishing the causal relationship 𝑓1 → 𝑓2.
Conversely, in a test case 𝑡2 with a large number of shards
hosted on individual nodes (condition 𝑐2) , injecting 𝑓2 (sim-
ulated via induced delay) leads to the manifestation of 𝑓1,
indicating a reverse causal relationship 𝑓2 → 𝑓1. The self-
sustaining cascading failure can be reconstructed by linking
the causal relationship among the two faults as long as the
workload and conditions in tests 𝑡1 and 𝑡2 are compatible,
resulting in a causal cycle of 𝑓1 → 𝑓2 → 𝑓1.

We could not apply this idea to the AWS incident due to the
lack of access to the source code and test suite. However, our
tool – CSnake– demonstrated its capability to detect a simi-
lar, previously unknown self-sustaining cascading failures
in HBase [4], an open-source distributed database (§8.3). No-
tably, HBase’s test suite does not contain a single workload
that satisfies all the necessary triggering conditions; instead,
CSnake identified and connected causal relationships across
multiple test cases to reveal the failure.
To obtain the causal relationships between faults inside

the system, we propose a counterfactual causality analysis of
fault propagations – fault causality analysis (FCA). FCA
compares the execution trace of a fault injection run with its
corresponding profile run (i.e., running the same test without
the injection) and identifies any additional faults triggered,
which are considered to have a causal relationship with the
injected fault.

A major challenge faced by Causal Stitching is the vast
number of combinations of faults and workloads. To effi-
ciently explore the causal relationship between faults in
such a massive search space, CSnake uses a three-phase
allocation (3PA) protocol during test execution to maxi-
mize the number of causal relationships discovered under a
fixed test budget. Intuitively, 3PA prioritizes injecting faults
with unique and diverse causal consequences. This prioriti-
zation is guided by an adaptive weighting algorithm, which
leverages runtime feedback from prior fault injection runs
to estimate the potential of each fault to uncover new causal
relationships, particularly conditional propagations. In ad-
dition, in the subsequent cycle detection phase, CSnake
utilizes a parallel beam search to construct propagation
chains, also applying this prioritization principle to favor
faults with unique and diverse causal consequences.
Another challenge is the risk of linking causal relation-

ships discovered in workloads with incompatible conditions.
For example, suppose the causal relation 𝑓1 → 𝑓2 is observed
in test 𝑡1 under a condition 𝑐1, while 𝑓2 → 𝑓1 in test 𝑡2 hap-
pens under the negation of 𝑐1, linking 𝑓1 → 𝑓2 and 𝑓2 → 𝑓1
into a single causal cycle is unsound, as the conditions re-
quired for each step are mutually exclusive. To reduce the
risk while minimize the overhead, CSnake approximates
such symbolic constraints with the fault’s local program
trace, including branch evaluation results and the call stack.
CSnake performs a local compatibility check with such
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approximated constraints before linking causal relationships,
and assumes that if the traces leading to the same fault are
similar in different tests (e.g., traces leading to 𝑓2 in 𝑡1 and
𝑡2), the compatibility between tests exists.

In summary, this paper makes the following contributions:
• We proposeCausal Stitching, a fault injection technique
that detects complex fault propagations by causally link-
ing multiple single-fault injections across workloads.
• To overcome the challenge of a massive search space, we
propose a test budget allocation protocol (3PA) and a
parallel beam search cycle detection algorithm, both
of which prioritize faults with unique and diverse causal
consequences.
• To reduce the risk of invalid linking of causal relation-
ships, we implement a local compatibility check to
eliminate incompatible conditions.
• We implement the fault injection and analysis frame-
work, CSnake. We evaluate CSnake on the latest ver-
sions of five popular open-source distributed systems, i.e.,
HDFS 2.10.2 [10], HDFS 3.4.1 [11], HBase 2.6.0 [4], OZone
1.4.0 [5], and Flink 1.20.0 [3], where CSnake detects 15
new self-sustaining cascading failures, five of which have
been confirmed with two fixed by developers. CSnake’s
source code is available at https://github.com/Purdue-
PFL/CSnake.

2 Problem Statement

To introduce our problem definition, we first present a model
of fault injection experiments of cascading failures extending
the model of general fault injection experiments [75], as well
as our fault model and causality model.

Correct
State1

Error1 Failure

Fault Injection
Correction

Fault Propagation
Correct
State2

Error2

Normal Execution

Figure 2. Model of fault injection experiments of cascading
failures, characterized by different system states.

Model of Fault Injection. As shown in Figure 2, fault
injection experiments are modeled using transitions between
system states. During normal system execution ( 4 ), a fault
can be injected ( 1 ) at different time points (Correct State1
and State2) to trigger an error (Error1 and Error2). The injec-
tion can be performed in multiple experiments with different
workloads (i.e., system inputs). An error could be masked or
corrected ( 2 ) by fault tolerance mechanisms such as replica-
tion [12] and recomputation [88]. Under special conditions,
it could propagate ( 3 ) and corrupt other parts of the system
state to cause additional errors. Such propagations (e.g., Er-
ror1→ Error2 and Error2→ Failure) may require distinct

conditions to be activated. A condition is a logical predicate
over the system state.
Compared to the general fault injection model [75], our

model captures the causal relationships between faults across
multiple fault injection experiments. Specifically, in one ex-
periment, a fault (𝑓1) injected into Correct State1 triggers
Error1 and subsequently causes Error2 (without leading to
Failure). In a separate experiment, a fault (𝑓2) injected into
Correct State2 triggers Error2 and subsequently causes Fail-
ure. Themodel captures the possible fault propagation Error1
→ Error2→ Failure, provided that the activation conditions
for each causal relationship are compatible. The definitions
of fault, causality, and compatibility are provided below.
Fault Model. Traditionally, error refers to an incorrect

system state, while fault refers to its cause, such as software
bugs and hardware faults [75]. In the remainder of this paper,
we use fault and error interchangeably, because we perform
a specific type of fault injection – software-implemented fault
injection [75], which injects the effects of a fault, such as ex-
ceptions and delays, to simulate errors directly and accelerate
the experiment, instead of injecting the actual faults.
Causality Model. To capture the causal relationship be-

tween faults (errors), we use counterfactual causality: 𝑓1 is a
counterfactual cause of 𝑓2 if and only if 𝑓2 would not occur
unless 𝑓1 occurs. According to the ladder of causation [76],
counterfactual causality offers the strongest bond between
cause and effect. To the best of our knowledge, although
recently utilized in root cause localization [34, 55], coun-
terfactual causality has not been used in fault injection to
analyze how faults propagate. Existing analysis of failure
propagation [62, 64] utilizes the happens-before relation-
ship [64] and program dependencies [62], both of which are
weaker forms of causality.

Problem Definition. Given a set of workloads 𝑊 =

{𝑤1,𝑤2, ...}, our main goal is to identify the causal relation-
ships between faults (𝑓1 → 𝑓2) across workloads, and connect
compatible identified causal relationships to detect cycles,
where a fault causes itself through a chain of connected
causal relationships.
Because the causal relationships may be identified in dif-

ferent workloads (e.g., 𝑓1 → 𝑓2 identified in𝑤1 and 𝑓2 → 𝑓3
in𝑤2), blindly connecting them could result in invalid causal
chains when the workloads are incompatible – the conditions
required to activate 𝑓1 → 𝑓2 in𝑤1 and 𝑓2 → 𝑓3 in𝑤2 are mu-
tually exclusive. Therefore, we require the connected causal
relationships to be compatible, meaning the conjunction of
their activating conditions is satisfiable.

For simplicity of the paper, in a causal relationship 𝑓1 → 𝑓2
identified from𝑤1, we name 𝑓2 the interference of 𝑓1 on the
system due to the fault injection. The causal relationship
also forms a fault propagation chain of length 1 from 𝑓1 to 𝑓2.

3

https://github.com/Purdue-PFL/CSnake
https://github.com/Purdue-PFL/CSnake


EUROSYS ’26, April 27–30, 2026, Edinburgh, Scotland, UK Shangshu Qian, Lin Tan, and Yongle Zhang

{    }
Static Analyzer

Bug Detector

Local Compatibility
Check

Parallel Beam
Search

3PA Protocol

Workload
Driver

Profile Run
Injection Run

Instrumented System

Runtime
Agent

F2

F3

F1

F1

F2

F3

C1

C2

T1

T2

T3 C3

Fault Propagation

Test Conditions

Test
Budget

Trace

{} Java
Bytecode F1

F2

F3

Self-Sustaining
Cascading Failures

Fault Causality
Analysis

Figure 3. Overview of CSnake. Blue boxes are components of CSnake.

3 CSnake Overview

CSnake operates by identifying causal relationships between
faults in distributed systems and linking them to form po-
tential cycles. It simulates chains of fault propagations in
complex workloads quasi-statically by combining the causal
relationships derived from fault injections on simpler work-
loads.
At the core of CSnake is a counterfactual causality anal-

ysis. Counterfactual causality analysis involves conducting
two experiments: one with a fault injected to observe its
impact on the system execution (referred to as the interfer-
ence), and the other without the fault injected to observe the
system’s execution (referred to as the counterfactual – i.e.,
what would the system execution be had the fault not been
injected). Specifically, we compare the execution trace of a
fault injection run with its corresponding profile run (i.e.,
running the same test without the injection) and identify
any additional faults triggered, which are considered to have
a counterfactual causal relationship with the injected fault.
Workflow. Figure 3 illustrates the workflow of CSnake.

( 1 ) Given the Java bytecode of the target system, CSna-
ke’s static analyzer identifies system-specific fault injection
points, and instruments fault injection andmonitoring hooks.
At runtime, CSnake’s runtime agent performs fault injection
and monitoring when a hook is encountered.

During fault injection experiments ( 2 ), a workload driver
selects combinations of faults and workloads (integration
tests shipped with the target system) to execute both the
fault injection run and the corresponding fault-free profile
run (counterfactual experiment). Note that, for each fault,
CSnake only uses the set of tests that can reach the fault
during execution in fault injection runs.
Next, the fault causality analysis module ( 3 ) compares

the execution traces from the profile and injection runs to
identify counterfactual causal relationships – i.e., fault prop-
agations. These causal relationships are used by the three-
phase allocation (3PA) protocol to guide future workload and
fault selection via feedback to the workload driver.
The discovered causal relationships are also forwarded

to CSnake’s bug detector ( 4 ), which connects compatible
relationships and performs a beam search for cycle detection
to identify self-sustaining cascading failures ( 5 ).
In the following sections, we first explain (§4) how to in-

strument faults and perform the core counterfactual causality

analysis, and then (§5) how to efficiently allocate testing re-
sources, and finally (§6) how to connect compatible causal
relationships and detect cycles.

4 Fault Causality Analysis

This section details the types of faults to inject (§4.1), the fault
injection process (§4.2), and the approach for establishing
causal relationships between faults (§4.3).

4.1 What faults to inject?

A recent study [78] on self-sustaining cascading failures from
open-source systems reveals that self-sustaining cascading
failures are often caused by functional and performance in-
terferences between requests and error handlers. Functional
interferences typically manifest as exceptions and errors cap-
tured by system-specific error detectors, and performance
interferences typically manifest as contention. Following
this observation, CSnake injects three types of faults.
Exception. A target system can encounter three types

of exceptions during its execution: (1) system-specific ex-
ceptions – exceptions thrown explicitly inside the target
system’s source code, (2) library function exceptions – excep-
tions thrown by a library or native function, (3) unchecked
(runtime) exceptions – exceptions that are not required to
be explicitly handled (by try/catch blocks in JVM-based sys-
tems) or declared explicitly in function signatures.
CSnake injects system-specific exceptions and library

function exceptions, because they occur at limited, explicitly-
declared program locations, while unchecked exceptions can
happen at arbitrary locations. Note that CSnake still injects
an unchecked exception if it is explicitly thrown in the sys-
tem’s code – e.g., an IllegalArgumentException is often
thrown when a request with invalid input is received. In
practice, CSnake filters out reflection-related and security-
related exceptions, as they tend to terminate or hang the
system rather than propagate. CSnake also ignores excep-
tions only reachable from tests.

Contention. Though contention can happen at arbitrary
program locations, CSnake only considers loops for con-
tention injection to simulate resource-intensive tasks caus-
ing contention, due to their association with performance
issues discovered by existing studies [54, 64, 78]. CSnake
uses iteration count of the workload-related loops to capture
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1 for (int i = 0; i < 10; i++) { // Loop 1
2 sock.read(); // TP1
3 if (condition1) {// TP2; MP1
4 throw new IOException();
5 }
6 for (int j = 0; j < 10; j++) { // Loop 2
7 if (foo()) { // TP3; MP2
8 throw new IOException();
9 }
10 }
11 }
12
13 boolean foo() { // NP1
14 fis = new FileInputStream(path); // TP 4
15 if (fis.read() == -1) { // MP 3; TP 5
16 return false;
17 }
18 return true;
19 }

Figure 4. Pseudo-code demonstrating the injection and mon-
itor points. “TP” means throw point and “NP” negation point.
“MP” means monitor point (used and explained in §6.2).

contention induced by increased workload (§4.3), similar to
the approach adopted by Li et al. [64].
CSnake adopts a loop scalability analysis to filter out

loops unlikely to cause performance issues. CSnake excludes
loops with a constant upper bound on their iteration count,
detected by a best-effort data flow analysis to track the loop
guard condition to a constant. In addition, CSnake ranks the
size of code reachable recursively starting from a loop and
identifies loops involving I/O operations, to exclude loops
that have a short execution (i.e., lowest ranked 10% of loops)
and do not perform I/O.

System-Specific Error. Many distributed systems imple-
ment system-specific error detectors, such as status checks
and healthmonitoring, without using exceptions. Such system-
specific error detectors are often implemented as functions
with a boolean return value. For example, in HDFS, a Na-
meNode thread checks if a DataNode’s heartbeat is received
within a timeout limit using a function node.isStale().

CSnake filters out boolean-returning functions if they are
unlikely to be a system-specific error detector. For exam-
ple, CSnake filters out such boolean-returning functions in
JDK libraries, such as contains() function of Java collec-
tion type objects (detailed filtering criteria in §7). CSnake’s
fault filtering criteria is designed to be conservative to avoid
meaningful fault being skipped accidentally. The injection
points that do not impact system execution will be automati-
cally deprioritized during fault injection experiments by the
test budget allocation protocol (§5).

4.2 How to inject faults?

CSnake’s static analyzer identifies locations to inject faults
and instruments fault injection hooks statically. The hook

transfers the control to CSnake’s runtime agent. During fault
injection experiments, CSnake dynamically injects faults
when corresponding hooks are encountered. We use a Java-
style pseudo-code with eight fault locations (shown in Fig-
ure 4) to explain how fault injection is performed.

Exception Injection. For system-specific exceptions, as
they are typically thrown inside an if-statement (lines 4 and
8), CSnake injects a one-time throw of the same exception
when the if-statement (lines 3 and 7, referred to as Throw
Point) is reached. For library function exceptions, CSnake
injects a one-time throw of the exception declared in the
function signature at the invocation site of these functions
(lines 2, 14, and 15). Exceptions are constructed at runtime
using their simplest constructor.

Contention Injection. For potentially non-scalable loops
identified by CSnake (e.g., line 1 and 6), CSnake injects a
predefined amount of spinning delay into each loop itera-
tion before the first line of the loop body executes to simulate
potential contention induced by executing a large number of
iterations of this loop. Due to the way we inject contention,
we refer to such injection as delay injection.

Each delay injection is performed seven times with vary-
ing length (100ms to 8s) to maximize the discovery of causal
relationships between faults. The system is configured with
reduced timeouts (10-20 seconds) to make it more sensitive
to additional workload.

The delay and timeout values are determined empirically
to maximize the impact of delay injections. We first lower
system timeout configurations to a safe range of 10-20s via
trial and error, which ensures normal system functionality
being preserved (i.e., all unit and integration tests still pass).
Based on this threshold, we select seven static delay values
between 100ms and 8s that are likely to cause timeouts when
injected repeatedly inside loops. We identify relevant config-
uration items using the keywords of “timeout” and “interval”.
The timeout adjustment process typically takes a student
30 minutes per system, and are not essential for CSnake’s
effectiveness, as delay-related causal relationships can still
be observed with default settings.

System-Specific Error Injection. Because system-specific
errors are captured by system-specific error detectors, whose
return values are boolean typed, CSnake negates the return
value of these functions (which is referred to as Negation
Point) before the execution returns to its caller to simulate
the effect of such faults (foo() at line 13). We refer to the
injection of system-specific error as a negation injection.

4.3 How to establish causal relationships?

CSnake records encountered faults during the injection run
and profile run, and compares them to identify additional
faults triggered to establish causal relationships. We catego-
rize the encountered faults into the following categories:

1. Execution Trace Interference. For exceptions, C-
Snake monitors whether the throw statement is reached.

5
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1 while (shouldRun()) { // Loop 1
2 resp = sendHeartBeat();
3 // Loop 2
4 for (DataNodeCommand cmd: resp.getCommands()) {
5 processCommand(cmd);
6 }
7 // ...
8 List<BlockReport> reports = new ArrayList<>();
9 // Loop 3
10 for (Map.Entry kv: perVolumeBlocks.entrySet()) {
11 reports.add(convertFormat(kv));
12 }
13 // ...
14 for (BlockReport report: reports) {
15 nnRpcStub.blockReport(report);
16 // ...
17 }
18 }

Figure 5. Pseudo-code demonstrating delay in nested loops,
code simplified from BPServiceActor in HDFS.

For system-specific errors, CSnake monitors whether the
return value of the error-detector function is negated.

2. Iteration Count Interference. For contention, C-
Snake monitors whether any loop’s iteration count statisti-
cally increases compared to the profile run, as an indicator
for contention. The loop iteration count serves as a good
indicator for the amount of workload processed [64]. We
use one-sided t-test [81] with a 𝑝-value of 0.1 for statistical
significance.
CSnake executes each profile run and injection run five

times to reduce the impact of non-determinism in the
system execution. This also allows us to use statistical tests
on loop iteration counts.
Injecting 𝑓1 may trigger multiple additional faults, stem-

ming from both interference types. After all the injection
runs for 𝑓1, CSnake collects a list of additional faults trig-
gered [𝑓2, 𝑓3, ..., 𝑓𝑛].
Nested and Consecutive Loops. One special case of

iteration count interference is the handling of nested and
consecutive loops in the system. Three types of compositions
of workload related loops exist: 1) independent loops, 2)
nested loops, and 3) consecutive loops. We observe that 2)
nested and 3) consecutive workload-related loops are often
used in batch processing. In such loops, a delayed sub-request
can propagate delays to its parent request (the batch) and
the next sub-request in the same batch. For example, in a
batched RPC request, a delayed sub-request can time out the
entire call as well as the next sub-request.
CSnake identifies the parent-child loop pairs to estab-

lish this causal relationship and expand the impact scope
of contention injection. Figure 5 shows the pseudo-code
demonstrating contentions in the nested loops. If injection
𝑓1 increases iterations in loop 2 (𝐿2), its parent (𝐿1) and sib-
ling (𝐿3) can also be affected. We use 𝐿2 ICFG 𝐿1 to represent

Table 1. Summary of the causal relationships between faults.

Type Injected Fault Additional Fault

E(D) Delay Exception; Negation
S+(D) Delay Delay
E(I) Exception; Negation Exception; Negation
S+(I) Exception; Negation Delay
ICFG 𝑓1 S+(D/I) 𝑓2

ICFG 𝑓 ′2 only
CFG 𝑓1 S+(D/I) 𝑓2

ICFG 𝑓 ′2
CFG 𝑓 ′′2 only

the former (“I” for “Inverse”) and 𝐿1 CFG 𝐿3 to represent the
latter.
Summary for Fault Causality. Table 1 summarizes all

the six causal relationships between different types of faults.
The first four are differentiated by the injected fault and the
additional fault triggered. The last two are special causal
relationships handling nested loops, extending the impact
range of contentions.
1. 𝑓1 E(D) 𝑓2: Injecting a delay 𝑓1 into a loop causes an addi-

tional exception or negation 𝑓2. Delay 𝑓1 has an execution
trace interference 𝑓2 on the system (hence the name E(D)).

2. 𝑓1 S+(D) 𝑓2: Injecting a delay 𝑓1 into a loop causes an addi-
tional delay (𝑓2) in another loop. Delay 𝑓1 has an iteration
count interference 𝑓2 on the system (name S+ indicates a
statistically significant increase).

3. 𝑓1 E(I) 𝑓2: Injecting an exception or negation 𝑓1 causes
an additional exception or negation 𝑓2.

4. 𝑓1 S+(I) 𝑓2: Injecting an exception or negation 𝑓1 causes
an additional delay (𝑓2) in another loop.

5. 𝑓2 ICFG 𝑓 ′2 : 𝑓2 is an additional delay caused by the injection
𝑓1, affecting its parent loop (𝑓 ′2 ).

6. 𝑓 ′2 CFG 𝑓 ′′2 : Following 𝑓2 ICFG 𝑓 ′2 , the parent loop delay
(𝑓 ′2 ) further affects the sibling loop (𝑓 ′′2 ).

5 Test Budget Allocation

A challenge faced by the approach of causal stitching is the
vast number of combinations of faults and workloads. For
example, HDFS has about 3,000 source code locations where
exceptions can be thrown and 2,000 loops where delays can
be injected and thousands of integration tests. Combining
injected faults with different workloads can result in tens of
millions of possible fault injection scenarios. In this section,
we explain CSnake’s three-phase allocation (3PA) proto-

col of test budget, which maximizes the discovery of causal
relationships within a fixed test budget. 1

5.1 Principles of Test Allocation

The 3PA protocol leverages two principles to prioritize faults
based on the uniqueness and diversity of their causal impact:
1) injecting causally equivalent faults to diverse workloads,
and 2) extending conditional causal relationships.

1A formal definition of the 3PA protocol is in §A.
6
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Causally Equivalent Fault. Since different faults (e.g.,
𝑓1 and 𝑓2) may trigger similar interferences (i.e., additional
faults), we consider such faults (𝑓1 and 𝑓2) causally equiva-
lent with respect to their consequences. For example, in a
try-catch block, multiple exceptions in the try block might
be handled by the same catch block, in which triggers an ad-
ditional fault. In such cases, it is redundant to inject causally
equivalent faults into the same workload. Instead, CSnake
prioritizes to inject them in different workloads in order to
maximize the discovery of diverse fault propagations.
Conditional Causal Relationship. Because self-sus-

taining cascading failures are often formed by fault propa-
gations activated by specific conditions, CSnake allocates
test budget to increase the probability to extend conditional
causal relationships between faults. CSnake detects such
conditional causal relationships by checking if a fault causes
different faults in different workloads. For example, if 𝑓1 al-
ways causes 𝑓2 in different workloads, 𝑓1 → 𝑓2 is considered
unconditional, while if 𝑓1 causes 𝑓2 in one workload but 𝑓3
in another, then 𝑓1 → 𝑓2 and 𝑓1 → 𝑓3 are considered condi-
tional. CSnake prioritizes to allocate test budgets to trigger
the resulting faults (𝑓2 and 𝑓3) of such conditional causal
relationships.

5.2 Three-Phase Allocation Protocol

Following the above principles, CSnake allocates the test
budget in three phases. In phase one (causally equivalent

fault detection), CSnake conducts a preliminary explo-
ration by running each fault injection against one test work-
load, and clusters faults causing similar interferences in order
to detect causally equivalent faults. In phase two (causality
exploration), CSnake picks a fault from each set of causally
equivalent faults and injects it into diverse workloads to ex-
plore its causal relationships with other faults. In phase three
(conditional-causality-guided causality extension), C-
Snake uses the result from phase two to detect conditional
causal relationships, and prioritizes to inject faults that can
extend such conditional causal relationships. The total test
budget is calculated using the number of fault locations in
each system, currently as 4 × |F|, where F is the set of faults.
Phase one makes up the first 25% of the budget. Phase two
gets 50% of the budget, while phase three uses the remaining
25%.
Phase One: Causally Equivalent Fault Detection. In

this phase, for each fault 𝑓𝑖 , CSnake picks the workload 𝑡𝑖1
that reaches 𝑓𝑖 ’s program location and has the highest code
coverage. The rationale is that such a test is more likely to
reveal the most diverse interferences of 𝑓𝑖 . Different faults
may be injected into different workloads since a single test
may not cover all fault locations. CSnake then performs
the fault causality analysis to obtain all additional faults
triggered. We use 𝐼 (𝑓𝑖 , 𝑡 𝑗 ) to represent a list of additional
faults triggered by injecting 𝑓𝑖 to 𝑡 𝑗 .

Injections that do not affect system execution will be de-
prioritized automatically. These non-impactful injections
will be clustered together, and assigned the lowest alloca-
tion weight in the remaining phases. This complements our
conservative static filtering of the injection points (§4.1).

CSnake uses an IDF-based (inverse document frequency
[69], more details in §A.1) clustering algorithm to detect
causally equivalent faults. IDF is commonly used in text min-
ing tasks for applying weights to the words [25]. It excels
at reducing noises induced by common words such as “a”
and “the”. CSnake uses IDF to assign a weight to each fault
𝑓 in the fault corpus F. The intuition is that, similar to com-
mon words in text mining, if a fault is frequently triggered
by various other faults (e.g., inside a utility function), it is
less useful for determining the similarity of interferences
𝐼 (𝑓𝑖 , 𝑡 𝑗 ) from different injections. CSnake uses such weights
to determine the similarity of the interferences caused by
different injections.

Specifically, CSnake vectorizes each 𝐼 (𝑓𝑖 , 𝑡𝑖1 ) as𝑉 (𝑓𝑖 , 𝑡𝑖1 ) =
IDFv (𝐼 (𝑓𝑖 , 𝑡𝑖1 ), F), resulting in a real vector of length 𝑛, with
each element ranging from 0 to 1 (i.e., 𝑉 ∈ [0, 1]𝑛). CSna-
ke then performs a hierarchical clustering [58] of the faults
in F using the cosine distance [69] between all vectorized
interferences 𝑉 (𝑓𝑖 , 𝑡𝑖1 ). We select hierarchical clustering due
to their explainable nature, as required in biology [61] and
medical [91] researches. We use cosine distance instead of
euclidean distance due to their insensitive to vector length
(i.e., the number of additional faults triggered in this case).
The cosine distance here ranges from 0 to 1 because all IDF
vectors are positive.

By the end of phase one, each fault 𝑓𝑖 is clustered in to
a group 𝐺 𝑗 with other faults having similar interferences
on the system once injected. This phase makes up 25% of
the test budget, providing an initial understanding of each
fault’s interference.
Phase Two: Causality Exploration. In phase two, C-

Snake distributes test budgets among fault clusters 𝐺𝑖 in a
round-robin manner to perform injection and explore their
inteferences. This approach allocates equal test budgets to
fault clusters, not individual faults, avoiding redundant in-
jections that yield similar interferences.

In both phase two and three, each time a cluster receives
a test quota, CSnake randomly selects one fault from that
cluster and injects it into a new workload. This is to compen-
sate for potential inaccuracies in phase one due to limited
test budget. For example, injecting 𝑓1 and 𝑓2 both causes 𝑓3 in
phase one, but 𝑓1 can cause 𝑓4 in another workload which is
unfortunately not used in phase one. Using random selection,
every fault within a cluster have a chance be injected into a
new workload.

After completing all the injection runs, CSnake performs
fault causality analysis again to identify additional faults
𝐼 (𝑓𝑖 , 𝑡 𝑗 ). A second IDF vectorizer is trained with the data
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from both phases to convert 𝐼 (𝑓𝑖 , 𝑡 𝑗 ) to 𝑉 (𝑓𝑖 , 𝑡 𝑗 ), which is
used in prioritization in the next phase.
CSnake prioritizes to inject faults that can cause con-

ditional interferences to more workloads, in order to ex-
tend conditional causal relationships. It measures the diver-
sity of the causal consequences (interferences) of faults in
a cluster using an intra-cluster interference similarity score
(SimScore(𝐺𝑖 )). CSnake prioritizes to inject faults from clus-
ters with a lower score, which increases the chance for the
injection to trigger conditional interferences. The score is
the average pairwise cosine distance between all vectorized
interference results 𝑉 (𝑓𝑖 , 𝑡 𝑗 ) obtained from the injection ex-
periments conducted in cluster𝐺𝑖 during phase one and two.
SimScore(𝐺𝑖 ) ranges from 0 to 1. A value of 1 indicates that
all faults in cluster𝐺𝑖 trigger the same set of additional faults
among all injection runs. The score is then used in phase
three.

Phase Three: Conditional-Causality-Guided Causal-

ity Extension. Using the SimScore(𝐺𝑖 ) calculated in phase
two, CSnake performs a weighted random allocation fa-
voring clusters with more conditional causal consequences.
Lower similarity indicates more conditional causal conse-
quences and thus a higher allocation weight. The allocation
weight for cluster𝐺𝑖 is defined as max (𝜖, 1 − SimScore(𝐺𝑖 )).
Each cluster has a minimum weight 𝜖 of 0.01, ensuring every
cluster receives some budget, even with perfectly matched
intra-group interference results.

Test Budget Transfer. In phase two and three, test quotas
are transferable between clusters. In phase two, if a cluster
exhausts its (fault, test) combinations before using up its
quota, the remaining quota is randomly transferred to a
larger cluster for more thorough exploration. In phase three,
any unused budget will be transferred to clusters with a
smaller allocation weight.

Text Budget Selection. We recommend running a mini-
mum of 4 × |F| tests under the 3PA protocol. In phase one,
each fault needs one test to explore the potential interfer-
ences of the injection on the system. In phase two, each fault
is on average injected into two additional test cases, which
enables the intra-group similarity calculation. We set a num-
ber of 2 instead of 1 in this phase just in case one fault is
injected into a similar test workload as phase one. In phase
three, we naturally allocate each fault one additional test.

6 Detect Self-Sustaining Cascading Failures

This sections details how CSnake stitches causal relation-
ships to form fault propagation chains (§6.1), how to avoid
incompatible stitching (§6.2), and how CSnake searches for
cycles to detect self-sustaining cascading failures (§6.3).

6.1 Stitching Causal Relationships

CSnake stitches causal relationships when the resulting fault
in one causal relationship (𝑓2 in 𝑓1 → 𝑓2 ) matches the starting

1 public ReplicaHandler createTmp(...) {
2 do {
3 if (current == lastFoundReplica) { ... };
4 // ...
5 // Fault F2 (Injected)
6 if ((current.genStamp() >= b.genStamp()) ||

!isTransfer)↩→
7 // Fault F2 (Triggered by F1 injection)
8 throw new ReplicaAlreadyExistsException(...);
9 } while (true);
10 }
11
12 class BlockReceiver {
13 BlockReceiver(...){
14 data.createTmp(...);
15 }
16 }

Figure 6. Pseudo-code demonstrating state compatibility.
The fault is located inside a loop of createTmp(), which
is invoked from BlockReceiver(). Code simplified from
FsDatasetImpl in HDFS.

fault in another (𝑓2 in 𝑓2 → 𝑓3). In particular, based on the
type of the fault (𝑓2) used in stitching, CSnake can form four
types of connections:
1. 𝑓1 E(D/I) 𝑓2 E/S+(I) 𝑓3: The matching fault 𝑓2 is an ex-

ception or negation. Injecting 𝑓1 has an execution trace
interference 𝑓2 on the system. 𝑓1 and 𝑓3 can be of any type.

2. 𝑓1 S+(D/I) 𝑓2 E/S+(D) 𝑓3: The matching fault 𝑓2 is a delay on
a loop. Injecting 𝑓1 has an iteration count interference 𝑓2
on the system. 𝑓1 and 𝑓3 can be of any type. For delays in
nested loops performing batch processing, there are two
variants:
a. 𝑓1 S+(D/I) 𝑓2 ICFG 𝑓 ′2

E/S+(D) 𝑓3: The delay 𝑓2 propagates
to its parent loop (𝑓 ′2 ), which is the injected fault of
the next injection and causes 𝑓3.

b. 𝑓1 S+(D/I) 𝑓2 ICFG 𝑓 ′2
CFG 𝑓 ′′2

E/S+(D) 𝑓3: The delay
𝑓2 propagates to its sibling loop (𝑓 ′′2 ), which is the
injected fault of the next injection and causes 𝑓3.

6.2 Local Compatibility Check

When connecting causal relationships of faults obtained
from different tests, CSnake performs a compatibility check
between the tests involved. Theoretically, to check for in-
compatible propagation activation conditions across tests
(and skip stitching), a symbolic constraint collection (i.e.,
path condition collection used in symbolic execution tech-
niques [27, 32]) should be applied during the fault propaga-
tion: collect the path conditions 𝑐1 and 𝑐2 during the propa-
gation of 𝑓1 → 𝑓2 in test 𝑡1 and 𝑓2 → 𝑓3 in test 𝑡2 respectively,
and check the satisfiability of their conjunction 𝑐1 ∧ 𝑐2.
To minimize the overhead, CSnake approximates this

analysis by checking whether 1) the local execution trace
associated with the fault used in stitching (𝑓2) and 2) the
call stack match with their counterparts in the other test. In
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practice, we find CSnake’s strategies successfully eliminates
most incompatible workloads.
To facilitate the compatibility check, in injection runs,

CSnake records call stack and execution trace as follows:
1. Execution trace recording. CSnake records the branch

statements and the evaluation results of the conditions lo-
cally in the fault’s enclosing loop or function as the path
conditions. For example, in Figure 4, the three ifs (line 3, 7,
and 15) serve as monitor points for such branch statements.

2. Call stack recording. An error occurred in the same
function but at different call sites may represent errors for
different types of requests, which is invalid when stitched
together. To address this, CSnake records the closest two
levels of call stack for each loop iteration, exception, and
boolean return value (excluding the enclosing function it-
self). This method resembles the 2-call-site sensitivity in
pointer analysis, a common method balancing speed and
accuracy [49, 66, 84]. Note that the scope of execution trace
and call stack used in the comparison can both be adjusted.
Figure 6 shows an example for the compatibility check.

The fault 𝑓2 (exception on line 8) used in stitching is inside
a loop of createTmp(). CSnake checks the following two
things before stitching 𝑓1 → 𝑓2 and 𝑓2 → 𝑓3 together: 1) (call
stack) createTmp() must be both invoked from BlockRe-
ceiver(); 2) (execution trace) the traces of line 3-5 in the
fault-happening iteration of the fault-enclosing loop match
between tests. If the fault is not within a loop, we use the
trace of the enclosing function (e.g., BlockReceiver()) in-
stead. Because delay injection is injected at the beginning
of all iterations of a loop, CSnake conservatively checks for
matching traces in any loop iterations between tests.

6.3 Searching for Self-Sustaining Cascading Failures

Due to the large search space and the need to incorporate the
local compatibility check, CSnake uses a customized par-

allel beam search to find cycles, as shown in Algorithm 1.
The algorithm starts from all causal relationships obtained
from the three-phased fault injection, forming propagation
chains of length 1 (line 2). Each while-loop iteration (line 4)
represents one-level on the search tree, where one edge e is
connected to each propagation chain c in the queue (lines
6-13). Before connection, CSnake performs the compatibil-
ity check (line 17) between the last edge in the chain and
the new edge (line 8). If each chain cycles back to its begin-
ning (line 10), CSnake reports a potential self-sustaining
cascading failure.
At each level of the beam search, only 𝐵 active chains

are kept, sorted by the average intra-cluster interference
similarity score (§5.2) of the injected faults in the chain (lines
14-15). The intuition is that CSnake favors self-sustaining
cascading failures involving complex error handling logic,
which developers might overlook during testing. Suppose
each chain 𝐶𝑖 has 𝑟 fault injections 𝑓𝑘1 , 𝑓𝑘2 , ..., 𝑓𝑘𝑟 , and each
fault 𝑓𝑘 𝑗

belongs to fault cluster𝐺 𝑗 . The score used in ranking

Algorithm 1: Parallel Beam Search
Data: All causal relationships between faults E
Data: Beam size B
Result: All self-sustaining cascading failures C

1 Function beamSearch(E, B)
2 queue← 𝑒 ∈ E;
3 C← ∅;
4 while queue ≠ ∅ do
5 next← ∅;
6 for 𝑐 ∈ queue do in parallel

7 for 𝑒 ∈ E do in parallel

8 if match(c.lastEdge, e) then
9 new← c.append(e);

10 if isCycle(new) then
11 C.add(new)
12 else

13 next.add(new)
14 sort(next);
15 queue← next.subList(0, B);
16 return C;
17 Function match(edge1, edge2)
18 return edge1.interference == edge2.injectedFault &

isCompatible(edge1.state, edge2.state);
19 Function isCycle(c)
20 return match(c.lastEdge, c.firstEdge);

is defined as: Score(𝐶𝑖 ) = Σ𝑟𝑗=0SimScore(𝐺 𝑗 )/∥𝐶𝑖 ∥. Chains
with lower intra-cluster similarity are kept, as they likely
involve conditional causal relationships.

CSnake perform the beam search on the entire fault causal
space explored by the fault injection. Although there is no
limit on the number of faults in each chain, chains cannot
grow indefinitely as the fault injection runs in the chain must
remain compatible.
Clustering Reported Cycles. Because in 3PA’s phase

two and three, CSnake randomly picks a fault in a cluster of
causally equivalent faults to perform injection, our detection
algorithm can identify equivalent self-sustaining cascading
failures which contains causally equivalent faults. For ex-
ample, suppose CSnake reports two cycles “𝑓1 → 𝑓2 → 𝑓1”
and “𝑓3 → 𝑓2 → 𝑓3”, while 𝑓1 and 𝑓3 are from the same fault
cluster 𝐺 , the two cycles reported are likely the same bug
due to 𝑓1 and 𝑓3’s similar interference on the system. CSnake
automatically clusters cycles found in the beam search based
on the fault clusters (§5.2) involved in the cycle.

7 Implementation Details

CSnake is implemented with over 16,000 lines of Java code,
4,000 lines of Python, and 700 lines of shell scripts. The static
analyzer uses WALA [18]. The instrumentor and runtime
agent are based on a customized version of Byteman [17] for
dynamic instrumentation. The test runner uses a modified
version of JUnit [14], which works with CSnake’s instru-
mentor and the runtime agent to dynamically inject faults
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Table 2. Number of injection points, monitor points, and
integration tests in each system.

System Loop Exception Negation Branch Test

HDFS 2 2067 2316 770 26941 2674
HDFS 3 2736 2707 974 36745 4426
HBase 3227 2369 1002 38192 4436
Flink 2860 2619 447 27947 2036
OZone 1361 1395 395 18212 1219

before each test. Checkpoint/Restore In Userspace (CRIU) [8]
snapshots the JVM, speeding up the test initialization.
System-Specific Error Filtering. Except for filtering out
system-agnostic functions with boolean return value such
as Java collection operations (§4.1), CSnake filters out more
system-specific errors according to the following criteria:

1. The boolean return value of the function only involves
variables declared as final. Such variables are often related
to system configurations. Configuration errors are not within
the scope of this study. Instead of hunting for configuration
errors, CSnake searches for fault propagation under valid
configurations in different workloads.

2. The return value is constant or never used in the pro-
gram. A negation placed on those functions will not have an
impact on the system.

3. The return value is calculated only from primitive-
type variables. This happens when the function is a utility
function used in implementations of classic algorithms (e.g.,
isSorted() in a sorting algorithm). A negation will cause
incorrect calculations, which is not a fault under CSnake’s
scope.
Additional implementation details, including a dynamic

call graph construction and a customized JUnit framework,
can be found in §B.

8 Evaluation

We evaluate CSnake on the latest versions of five popular dis-
tributed systems, namely, HDFS 3.4.1 [11], HDFS 2.10.2 [10],
HBase 2.6.0 [4], Flink 1.20.0 [3], OZone 1.4.0 [5]. The fault in-
jection tests and beam search are performed on two Ubuntu
22.04 servers: one with two Intel Xeon Gold 5220R CPUs and
512 GB of memory, and the other with two AMD EPYC 7313
CPUs and 256 GB of memory. Each profile and injection run
is executed in a Docker container with Java 1.8. Each JVM
instance is limited to 6 CPU cores and a heap size of 32GB.

Table 2 summarizes the number of injection points, moni-
tor points, and test workloads identified in each system. In
all the evaluations, we use a beam size of 5 million chains.

8.1 New Self-Sustaining Cascading Failures

Table 3 shows the 15 new self-sustaining cascading failures
detected by CSnake in all five distributed systems, many
of which involve retries and the failure recovery logic. This

aligns with the findings of Qian et al. [78] on self-sustaining
cascading failures. Five of them have been confirmed, with
two fixed. Two bugs detected in HDFS 2 are also detected in
HDFS 3, we do not list them in Table 3 due to duplication.
Table 3 also details the characteristics of the fault injec-

tion runs for each bug. Column “Cycle” shows the number
of faults injected of each type. Column “Alloc.” shows the
test budget allocation phase after which all the causal rela-
tionships of each bug are discovered. All three phases of the
3PA protocol contributes to detecting new bugs.
To further demonstrate 3PA protocol’s effectiveness, we

compare it with a random allocation protocol, running the
same number of fault injection runs as the 3PA protocol with
randomly selected (fault, test) combinations. A “✓” in column
“Rnd.?” of Table 3 means that the bug can be detected using
random allocation. The random selection allocation protocol,
albeit effective in some systems (i.e., Flink), generally under-
performs the 3PA protocol in CSnake.
Most new failures detected by CSnake require only one

delay injection, with varying numbers of exception and nega-
tion injections. This is in line with the bug dataset provided
by Qian et al. [78], where majority of the cases only requires
a single contention to be triggered.
Self-sustaining cascading failures reported by CSnake

that involve multiple delay injections generally contribute to
the false positive cases. However, most of the false positive
cases are valid fault propagations, but categorized as false
positive because they are known (and accepted by the de-
veloper) contentions between operations in the system (e.g.,
contention between the HDFS clients performing read and
write). Details will be discussed in the §8.4.

8.2 Comparison with Alternative Strategy

We compare CSnake with a naive strategy that injects a
single fault into a system and monitors whether it causes
itself (e.g., delays a single loop in the system and monitors
if its iterations increase). This is to evaluate whether the
triggering conditions of each detected bug span multiple
tests.
Column “Alt.?” in Table 3 shows that about 73% (11 out

of 15) of the self-sustaining cascading failures detected by
CSnake cannot be triggered by the naive strategy. This un-
derscores the effectiveness of CSnake’s causal stitching, the
complexity needed to trigger these failures, and the limita-
tions of single-fault injection tools. Even when the naive
strategy works, CSnake offers detailed insights into the cy-
cle’s behavior.

8.2.1 Comparison with Existing Fuzzing Techniques.

In addition to the naive strategy above, we compare CSnake
with blackbox fuzzing techniques. Specifically, we compare
with Jepsen [9] and its Python reimplementation, Block-
ade [7]. Jepsen is a Clojure-based blackbox distributed system
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Table 3. All 15 new self-sustaining cascading failures detected by CSnake. In general, “DN” stands for DataNode, “NN” stands
for NameNode, and “IBR” stands for incremental block report. “Cycle” column shows the types of faults in each cycle. “Alloc.”
column shows the phase number in 3PA protocol that each bug is detected in. A “✓” in column “Rnd.?” means that the bug is
detectable under random allocation of test budgets. “Alt.?” column shows whether the bug can be triggered by the strategy in
§8.2. “JIRA#” column lists the bug ID in Apache issue tracker.

System # Delayed Task Other Faults Cycle* Alloc. Rnd.? Alt.? JIRA#

HDFS 2 1) Lease recovery IOE in IBR; IOE in write pipeline 1D | 2E | 0N 1 ✓ 17661
2) Edit log flushing IOE in IBR after NN failover 1D | 1E | 0N 1 ✓ 17836
3) Block recovery IOE in block recovery 1D | 1E | 0N 1 ✓ ✓ 17662
4) Write pipeline IOE in block recovery, IBR, and write pipeline 1D | 3E | 0N 2 17837
5) Block cache IOE in write pipeline; DN timeout 1D | 1E | 1N 2 17660
6) IBR IOE in IBR 1D | 1E | 0N 3 17780

HDFS 3 1) Block deletion IOE in write pipeline; DN timeout 1D | 1E | 1N 2 ✓ 17838
2) Block reconstruction; IBR DN timeout; IOE in replication 2D | 1E | 1N 3 17782

HBase 1) Write ahead log (WAL) Premature EndOfFile in WAL 1D | 0E | 1N 1 ✓ ✓ 29600
2) Region assignment IOE in assignment RPC; Node exclusion 1D | 1E | 1N 3 29006

Flink 1) Task worker Head task failure; Sink task cancellation 1D | 2E | 0N 1 ✓ 38367
2) Aggregation task Task state transition failure; Barrier task failure 1D | 2E | 0N 2 ✓ 38368

OZone 1) Container report queue Event queue dispatch failure 1D | 0E | 1N 1 13020
2) Heartbeat handling IOE in pipeline construction; Pipeline unhealthy 1D | 1E | 1N 2 ✓ ✓ 118561
3) Replication command handling IOE in replication and pipeline construction 1D | 2E | 0N 3 118562

*D: Delay; E: Exception; N: Negation
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Figure 7. The case study. “RS” stands for RegionServer, and
“IOE” stands for IOException. The yellow box indicates a
delay.

fuzzer, widely being used in the security research commu-
nity [72, 92] for distributed system testing.

We apply Jepsen on Flink [13] and Blockade onOZone [15]
with their existing test cases. Due to the lack of Jepsen or
Blockade integration and test workload, HBase and both
versions of HDFS are not included in this comparison.

The result shows that none of the self-sustaining cascad-
ing failures detected by CSnake can be detected by fuzzing-
based techniques. This highlights the necessity of causal
stitching and fine-grained fault injection in CSnake for de-
tecting self-sustaining cascading failures.

8.3 Case Study

In this section, we present case studies on two of the con-
firmed self-sustaining cascading failures.

8.3.1 Region Deployment Retry in HBase. The second
HBase bug in Table 3 is a self-sustaining cascading failure
similar to the AWS motivating example in §1. HBase is a dis-
tributed database system that divides tables into regionsman-
aged by multiple RegionServers (RS) under master nodes.

At high level, RSes in a heavily loaded cluster may throw
IOExceptions (IOEs) when handling RPC requests. The self-
sustaining cascading failure happens in a cluster with a lot
of write and table creation requests, which place signifi-
cant load on the RSes managing these tables ( 1 in Figure 7).
Some region assignment operations on these RSes may time
out and throw IOEs ( 2 ). When an RS throws an IOE, it is
excluded from the master node’s FavoredStochasticBa-
lancer, which requires at least three live RSes to function
properly. A reduced number of live RSes causes the load bal-
ancer to fail ( 3 ). An improper handling logic blindly retries
the assignment indefinitely ( 4 ), further increasing the load
on the RSes ( 5 ). This creates a self-sustaining cycle, leaving
the cluster unable to process additional region assignment
requests.

To trigger this bug in a testing environment with a single-
fault (i.e., delay) injection, we need a workload with the
following conditions:

1. It contains many region assignment requests.
2. A cluster configuration prone to be overloaded (3 nodes).
3. Load balancer configured to F.S.Balancer.
4. A workload long enough to observe the cycle.
However, no single test in HDFS satisfies all these con-

ditions (as shown in §8.2), and CSnake detects this cycle
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by injecting one delay, one exception, and one return-value
negation into three separate tests 𝑡1, 𝑡2, and 𝑡3.
First, the delay is injected into the region deployment

loop in 𝑡1 with multiple table creation and clones (cf. 1 in
Figure 7). This overloads the cluster, causing IOEs in the
region assignment request handler (cf. 2 ). This causal re-
lationship is only detected in 𝑡1, because other tests only
exercise limited number of region assignments.
In the second experiment, the same IOE is injected into

the region assignment request handler in a test (𝑡2) for RS
fault tolerance, triggering a negated return value in the load
balancer’s status checker (cf. 3 ). This causal relationship
is only detected in 𝑡2, because 𝑡2 is the only test that uses
FavoredStochasticBalancerwith a cluster of 3 nodes, and
the error detector canPlaceFavoredNodes() in Favored-
StochasticBalancer only runs into an error (negation) if
the cluster has fewer than 3 nodes (e.g., 𝑡3 uses Favored-
StochasticBalancer but has 5 nodes).

Finally, in the third experiment (𝑡3), the return-value nega-
tion is injected into the load balancer during a test for the
balancer itself, increasing the iterations of the region de-
ployment loop (cf. 4 and 5 ), indicating an increase in the
workload being handled that can potentially cause delays.
This causal relationship is only observed in 𝑡3, because it is
the only test that uses FavoredStochasticBalancer con-
figuration and has a long enough workload to observe the
increased iterations (not in 𝑡2 because it exits prematurely
after the IOE).

8.3.2 Bypassed IBR Throttling in HDFS. The sixth bug
detected on HDFS 2 is a logic error that a failed incremental
block report (IBR) is retried immediately at the next heart-
beat, incorrectly ignoring the configured IBR interval. The
unconstrained, immediate retry of IBR can cause a self-sus-
taining cascading failure if the original IBR failure is due to
a server overload. This happens when the cluster is under
high user traffic with many modifications, which triggers
many large-sized IBRs.

CSnake detects this bug by linking two injections in two
different tests 𝑡1 and 𝑡2: 1) injecting an IBR processing de-
lay into a workload with over 5,000 blocks to test the load
balancer, and 2) injecting an RPC exception for IBR into a
workload testing the IBR report interval configuration.

In fault injection using 𝑡1, the RPC exception is observed,
but not an increase in IBR count. Because 𝑡2 is the only one
with IBR throttling configured. Without it, IBRs are sent with
every heartbeat. As a result, although IBR failures occur in
the first workload, they are still sent at the original frequency
and cannot be detected by execution trace comparison.
In fault injection using 𝑡2, the IBR increment is observed

after the RPC exception, indicating a potential delay. How-
ever, 𝑡2 involves only 8 file blocks compared to 5,000 in 𝑡1,
making IBR processing delays less likely to cause timeouts.

Table 4. Number of self-sustaining cascading failures re-
ported by CSnake and the clustering results. Column “Sys-
tem” is the targeted distributed system. Columns “Cycle”,
“Cluster”, and “TP” shows the number of cycles reported,
distinct cycle clusters, and true positive clusters respectively.
The numbers outside the parentheses are from a beam search
with unlimited number of injected faults, while the numbers
inside are from a beam search limiting to one delay injection.

System Cycle Cluster TP System Cycle Cluster TP

HDFS 2 38 (23) 15 (9) 6 (6) Flink 48 (27) 35 (17) 2 (2)
HDFS 3* 149 (59) 36 (14) 4 (3) OZone 29 (17) 11 (7) 3 (3)
HBase 72 (26) 24 (7) 2 (2) Total* 17 (16)

*Including two duplicated clusters also detected in HDFS 2

8.4 Cycle Clustering and False Positive Rate

Table 4 shows the number of self-sustaining cascading fail-
ures, distinct failure clusters, and the true positive reported
by CSnake on each system. The numbers outside the paren-
theses are from a beam search without an upper bound on
the number of injected faults, while the numbers inside the
parentheses are from a beam search for cycles with at most
one delay injection but unlimited exceptions or negations.

Limiting the beam search to one delay injection generally
reduces false positives while still identifying most failures.
Users can adjust the number of injected faults to balance
between accuracy and completeness.

8.4.1 Effectiveness of Cycle Clustering. We manually
inspect all the self-sustaining cascading failures and the
causally equivalent fault clusters on HDFS 2 and confirm
that the clustering algorithm effectively groups similar cy-
cles together. Examples of the clustered cycles involve faults
from 1) the write pipeline, 2) DataNode command generation
and processing.
However, we do observe false positives in the clustering

results due to 1) non-determinism and 2) insufficient test exe-
cution. For example, a fault cluster in a HDFS run mixed four
correctly-clustered data-race faults with two false positives:
a failed security check whose unique causal consequence
would have been revealed with more test cases, and a log-
ging error clustered due to non-determinism. This could
cause missed self-sustaining cascading failures in detection
if the false positive fault is selected during the 3PA allocation,
though their impact is limited as long as the majority are
clustered correctly.
The higher numbers of cycles and clusters reported in

HDFS 3 are due to the extensive usage of asynchronous
tasks and event queues, where errors in the issuer and the
executor of asynchronous tasks are processed by different
error handlers. Compared to synchronous execution, this
increases the number of error handlers, resulting in a larger
number of cycles and fault clusters.
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8.4.2 False Positive Analysis. The false positive clusters
reported by CSnake are mainly due to the following reasons:

1. In cycle searches with unlimited fault injections, many
false positives (about 70% on HDFS 2) are due to “expected”
contentions, such as between HDFS clients with heavy read
and write operations. These cases require solutions such as
throttling or capacity increases. We do not consider them as
true positives.

2. Increased loop iterations don’t always indicate delays,
especially if throttling mechanisms are already in place.
These mechanisms are often implemented ad-hoc, making
them difficult for static analyzers to identify.

From our experience, the false positives due to the above
reasons can be filtered out manually relatively easily, given
adequate understanding of the system under test.
Theoretically, CSnake could still report a self-sustaining

cascading failure involving fault propagation chains from
tests with contradictory conditions after our local compati-
bility check. However, we do not observe such cases in the
clusters reported by CSnake.

8.5 Performance Overhead

CSnake’s instrumentation and monitoring introduces an
average of 185% runtime overhead in the profile run, rang-
ing from 63% to 376%. This overhead is primarily caused by
branch tracing and call stack recording, and can be further
reduced using hardware-based tracing such as IntelPT [46].
While sampling can be used to reduce the runtime over-
head, we opt not to implement sampling in branch tracing
to maximize the detection accuracy as CSnake is intended
to be deployed in the testing environment instead of the
production environment.

8.6 Effort of Applying CSnake to a New System

CSnake is designed to be system-agonistic and requires as
little input from users as possible. Applying CSnake to a
new system only requires two steps: 1) compiling the target
system, and 2) setting up the test environment with system
dependencies. Two graduate students who have no knowl-
edge of the tool can independently apply CSnake to a new
system within half a day without consulting the authors.

9 Discussion

In this section, we discuss CSnake’s generality, its usage in
real-world scenarios, and lessons learned from the self-sus-
taining cascading failures detected.

9.1 Generality of CSnake

Across distributed system components. CSnake can
identify causal relationships across components of distributed
systems (currently supports JVM-based components). For
example, CSnake can identify causal relationships between

faults in HBase and its underlying HDFS, provided that inte-
gration tests driving multiple system components are avail-
able.

Generality of faults. CSnake’s fine-grained fault injection
(§4.1) is both representative and general. First, we achieve
completeness in exception injection by targeting all throw
statements, which are then conservatively pruned via a rule-
based approach. Second, we also achieve completeness in
contention injection for self-sustaining cascading failures
by simulating their common cause – workload-induced con-
tention [48, 78] – with spinning delay. Third, we make a
practical tradeoff with the system-specific error injection
by using a heuristic (i.e., targeting boolean-returning func-
tions) to maintain generality. While this heuristic may miss
some error detectors implemented as branch conditions, such
cases are often captured by exception injections if they guard
throw statements. Conversely, a fully complete approach
would require input from developers to distinguish normal
branch conditions from the remaining system-specific error
detectors.

9.2 Using CSnake in Real-World Scenarios

We expect CSnake to be applied before releases to catch po-
tential self-sustaining cascading failures due to its exhaustive
testing approach. To adapt CSnake for regular regression
testing, CSnake’s budget allocation algorithm can be refined
to focus on faults in the classes or packages that 1) have been
involved in prior failures or 2) involve heavy code changes
and newly introduced test workloads. However, this remains
a future direction that requires thorough evaluation.

9.3 Lessons Learned

Several ways can be applied to reduce the possibility of en-
countering self-sustaining cascading failures in real-world
distributed systems. First, workload should never be piggy-
backed on critical requests (e.g., heartbeat or failure detec-
tors). A surge in the user traffic can easily drive the system
into a cascading failure. Second, distributed systems should
properly implement throttling mechanisms by proactively
monitoring current system load such as the queue length.
In addition to dropping requests at the server side, clients
should be properly informed to refrain themselves from retry-
ing to avoid a retry storm. Third, asynchronous requests can
be used with priority queues to ensure that critical opera-
tions are handled first in a unusual traffic spike.

10 Related Work

Cascading Failure. CSnake gains insight from the work of
Qian et al. [78] and Huang et al. [48] on self-sustaining cas-
cading failures in distributed systems. Following their work,
modeling [42], diagnosis [45, 62, 80], and mitigation [67, 73]
techniques have been proposed and studied. However, none
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of them focuses on exposing self-sustaining cascading fail-
ures caused using testing or fault injection. Li et al. [64] pro-
poses a technique to detect performance cascading failures, a
subtype of cascading failures that only involves performance
interference by tracking a variant of happens-before relation-
ship causality. In comparison, CSnake detects fault propaga-
tion involving both performance interference and functional
interference through counterfactual causality analysis.

Automatic Bug Detection and Diagnosis in Distributed

Systems. Recently, there has been a rise in the focus on auto-
matically detecting and diagnosing failures in distributed sys-
tems, including performance cascading bugs [64], exception-
dependent failures [62], upgrade failures [90], timeout bugs
[30], and partial failures [86]. Compared with their work,
CSnake’s causal stitching links multiple faults injected in
to the system. None of the prior work can provide detailed
insight into the root causes as well as the propagation chains
of the self-sustaining cascading failures.

Fault Injection. Traditionally, fault injection techniques
[23, 24, 47, 70, 75] focus on single-node system. Recently, it
has become a popular [9, 19, 20, 29, 31, 36, 40, 56, 57, 63, 68,
70, 71, 74, 83, 89] technique in testing distributed systems.
Compared with CSnake, many of them inject coarse-grained
external faults such as node failures and network partitions
to expose crash recovery bugs. Although more advanced
techniques exist, such as injecting faults during variable
accesses [68], none of them are able to detect and expose
the entire causal chain of self-sustaining cascading failures.
CSnake performs fine-grained injection of delay, exception,
and return value negation into the system. Combined with
the fault causality analysis, CSnake is the only tool that
can detect and diagnose self-sustaining cascading failures in
distributed systems.

Fuzzing. Fuzzing is a software testing technique that feeds
programs with large volumes of random inputs to uncover
bugs with predefined oracles such as crashes. Prior work
mainly applies fuzzing techniques to single-node systems
and programs [2, 21, 22, 26, 33, 35, 37, 51–53, 87], such as
operating systems [39, 50, 82, 85], network protocols [77,
93], and filesystems [52, 59]. Recently, fuzzing has also been
applied to test distributed systems [38, 72, 92] and shows
promising results.
CSnake complements existing black-/grey-box fuzzing

techniques. While fuzzing explores new behaviors by mu-
tating test inputs (e.g., message sequences, code coverage),
CSnake extends fault causality chains, which can be used
as feedback information for existing fuzzers. For instance,
when CSnake stitches 𝑓1 → 𝑓2 in 𝑡1 and 𝑓2 → 𝑓3 in 𝑡2 to
𝑓1 → 𝑓2 → 𝑓3, such a causality chain can guide the fuzzers
to mutate 𝑡1 and 𝑡2 together (e.g., merging workload in both
tests), helping triggering self-sustaining cascading failures.

11 Conclusion

We propose CSnake, a fault-injection-based testing and de-
tection framework for self-sustaining cascading failures in
distributed systems. CSnake leverages the novel idea of
causal stitching to expose the complex fault propagation
chains and detects potential self-sustaining cascading fail-
ures due to incorrect program logic. We evaluate CSnake
on five popular distributed systems and find 15 new self-sus-
taining cascading failures, five of which have been confirmed
with two fixed by developers. CSnake is effective with little
burden on targeted users.
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A Details on 3PA Protocol

Suppose there are 𝑛 possible fault locations in the system,
namely 𝑓1, 𝑓2, ..., 𝑓𝑛 , making up the fault space F. Injecting 𝑓𝑖
into test 𝑡 𝑗 causes a𝑚 additional faults:

𝐼 (𝑓𝑖 , 𝑡 𝑗 ) = [𝑓𝑘1 , 𝑓𝑘2 , ..., 𝑓𝑘𝑚 ] 𝑘𝑥 ∈ [1..𝑛], 𝑥 ∈ [1..𝑚] (1)

A.1 IDF Vectorization

Each 𝐼 (𝑓𝑖 , 𝑡𝑖1 ) is vectorized using the inverse document fre-
quency (IDF) [69], resulting in a real vector of length 𝑛, with
each element ranging from 0 to 1. Vectorization is a common
technique before applying clustering algorithms [69].

𝑉 (𝑓𝑖 , 𝑡 𝑗 ) = IDFv (𝐼 (𝑓𝑖 , 𝑡 𝑗 ), F) ∈ [0, 1]𝑛 (2)
IDF measures how often a fault is triggered in all the fault

injection runs. Formally, it is defined [69] as:

IDF(𝑓 , F) = log
1 + 𝑁
1 + 𝑁𝑓

(3)

𝑁 is the total number of fault injection experiments, and
𝑁𝑓 is the number of experiments that triggers the additional
fault 𝑓 . The plus one smooths the IDF values and prevents
zero divisions.
To vectorize 𝐼 (𝑓𝑖 , 𝑡 𝑗 ) using IDF, each triggered fault is re-

placed with its IDF value, and other elements in 𝑉 (𝑓𝑖 , 𝑡 𝑗 ) are
set to zero. L2 normalization is applied to the final vector.
Formally, the vectorization is defined as:

𝑉 (𝑓𝑖 , 𝑡 𝑗 ) = IDFv (𝐼 (𝑓𝑖 , 𝑡 𝑗 ), F) =
(𝑣1, 𝑣2, ..., 𝑣𝑛)
∥(𝑣1, 𝑣2, ..., 𝑣𝑛)∥

𝑣𝑥 =

{
IDF(𝑓𝑥 , F), if 𝑓𝑥 ∈ 𝐼 (𝑓𝑖 , 𝑡 𝑗 )
0, otherwise

where 𝑥 ∈ [1..𝑛]

(4)

A.2 Phase One

In phase one of the 3PA protocol, CSnake injects each fault
𝑓𝑖 into workload 𝑡𝑖1 that reaches 𝑓𝑖 ’s program location and
has the highest code coverage. We perform a hierarchical
clustering [58] of the faults in F using the cosine distance
Dc between all vectorized interferences𝑉 (𝐹𝑖 ,𝑇𝑖1 ), as defined
below:

Dc (𝑉 (𝑓𝑖 , 𝑡𝑖1 ),𝑉 (𝑓𝑗 ,𝑇 𝑡 𝑗1 )) = 1 −
𝑉 (𝑓𝑖 , 𝑡𝑖1 ) ·𝑉 (𝑓𝑗 , 𝑡 𝑗1 )
∥𝑉 (𝑓𝑖 , 𝑡𝑖1 )∥∥𝑉 (𝑓𝑗 , 𝑡 𝑗1 )∥

where 𝑖, 𝑗 ∈ [1..𝑛], 𝑖 ≠ 𝑗

(5)

By the end of phase one, each fault 𝑓𝑖 is clustered in to a
group 𝐺 𝑗 with other faults having similar interferences on
the system once injected.

A.3 Phase Two

In phase two of the 3PA protocol, an intra-cluster interfer-
ence similarity score is calculated for each cluster 𝐺𝑖 . This
score is the average pairwise cosine distance of all vector-
ized interference results within the cluster. That is, suppose
𝐺𝑖 has 𝑝 faults 𝑓𝑖1 , 𝑓𝑖2 , ..., 𝑓𝑖𝑝 , 𝑓𝑖𝑘 is injected into 𝑞𝑘 different

workloads 𝑡𝑖𝑘1 , 𝑡
𝑖𝑘
2 , ..., 𝑡

𝑖𝑘
𝑞𝑘 , cluster 𝐺𝑖 has Σ

𝑝

𝑘=1𝑞𝑘 vectorized in-
terference results 𝑉 (𝑓𝑖 , 𝑡 𝑗 ), the similarity score is defined
as:

SimScore(𝐺𝑖 ) = 1 − Dc (𝑉 (𝑓𝑎, 𝑡𝑎𝑥 ),𝑉 (𝑓𝑏, 𝑡𝑏𝑦) ∈ [0, 1]
where 𝑎, 𝑏 ∈ [1..𝑝], 𝑥 ∈ [1..𝑞𝑎], 𝑦 ∈ [1..𝑞𝑏], 𝑎 ≠ 𝑏

(6)

SimScore(𝐺𝑖 ) ranges from 0 to 1. A value of 1 indicates
that all faults in cluster𝐺𝑖 triggers the same set of additional
faults among all injection runs.

A.4 Phase Three

In phase three of the 3PA protocol, the budget allocation
weight for cluster 𝐺𝑖 is defined as:

W(𝐺𝑖 ) =max (𝜖, 1 − SimScore(𝐺𝑖 )) ∈ [0, 1] (7)

Each group has a minimum weight 𝜖 of 0.01, ensuring
every cluster receives some budget, even with perfectly
matched intra-group interference results.

B Additional Implementation Details

B.1 Dynamic Call Graph Collection

Loop scalability analysis in CSnake (§4.1) requires a call
graph to identify the functions reachable from each loop.
During development, we find that WALA’s static call graph
struggles with polymorphism. More accurate algorithms
such as 2-CFA [79] do not scale well for large systems, such
as HDFS with over 359,000 lines of code. To address this, we
uses async-profiler [6]’s CPU sampler alongside CSna-
ke’s tracing capabilities to collect runtime stack snapshots,
from which a dynamic call graph is reconstructed.

B.2 Parameterized JUnit Test

A challenge in test execution is the wide use of parameterized
JUnit tests [16], which reuses the test methods with different
input parameters, often generated dynamically. CSnake uses
a modified version of JUnit that skips the test body execution
and focuses solely on parameter generation. A custom test
filter intercepts this process and captures parameters for
testing.

C Artifact Appendix

This artifact contains a minimum working example of the
CSnake.

C.1 Description & Requirements

C.1.1 How to access. The code can be downloaded at
https://doi.org/10.5281/zenodo.17049891.

The Zenodo artifact contains one file, CSnake-AE.tar.zst,
it contains a folder CSnake-AEwith a README.md inside. The
readme file contains all the necessary steps for the artifact
evaluation process.
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It is mandatory that the file is downloaded into “/” under
Linux and extracted there. In other words, the code will be
located at /CSnake-AE.

C.1.2 Hardware dependencies. Detailed requirements
are listed inside README.md. We recommend using a machine
with at least 256GB of memory and 50GB of SSD storage
space.

C.1.3 Software dependencies. We list detailed commands
for installing all the software dependencies in README.md.

C.1.4 Benchmarks. None.

C.2 Set-up

See README.md for details.

C.3 Evaluation workflow

README.md contains nine steps of demonstrating the func-
tionality of CSnake.

CSnake’s static analyzer is executed in Step 1. CSnake’s
profile run of integration tests is executed in Step 2–4. Step 5
analyzes the output and prepare CSnake for fault injection
runs. Step 6 and 7 executes the fault injection run.Meanwhile,
our runtime agents for fault injection and monitoring is
exercised. Step 8 performs the fault causality analysis. Step
9 runs the bug detector, performing the local compatibility
check and parallel beam search.
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